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A B S T R A C T

Web Augmentation allows anyone, computer-literate or not, to adapt the content, style or behavior of any
web page. Searching for information is not always an undemanding task. The information searches carried
out by users cause frustration when they are carried out frequently. Even more so when the interactions
accomplished are numerous or when these interactions lead to errors. In this paper, we present BEAUD, a
Web Augmentation extension that allows automating the information search processes that users make on
the web. This tool drastically reduces the interactions that users make to the minimum, reducing errors and
frustration.
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1. Motivation and significance

The need to adapt Web pages to the needs and desires of users has
grown in recent years. To carry out this task, different techniques can
be used: personalization, customization or Web Augmentation (WA).

Web personalization is defined as ’’any action that adapts the infor-
mation or services provided by a Website to the needs of a particular
user or a set of users, taking advantage of the knowledge gained from
the users’ navigational behavior and individual interests, in combi-
nation with the content and the structure of the Website’’ [1]. The
objective of a Web personalization system is to ‘‘provide users with
the information they want or need, without expecting from them to
ask for it explicitly’’ [2]. On the other hand, in customization, the web
page is adapted to each user’s desires or preferences with regard to
its structure and presentation. Whenever a user logs in, his customized
web elements are loaded [1]. However, in WA, the user does not need
to be logged in, this technique permits adapting any website to the
user preferences. Web augmentation tools ’’modify Web pages, either
to insert interfaces of their own or to add structure (e.g. links) to the
Web page. This modification can take place at the Web server (perhaps
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a Web server translating a proprietary data format into HTML), by
calling scripts that return modified pages, by using a special proxy,
or by modifying the Web pages as, or after they are displayed in the
Web browser’’ [3]. Dı 𝚤az, Arellano and Azanza said that ’’WA is to the
Web what Augmented Reality is to the physical world: layering relevant
content/layout/navigation over the existing Web to enhance the user
experience’’ [4].

The first two techniques (personalization and customization) can
only be performed by being the owner of the site [1]. The WA allows
adapting any web page independently of the creator. This feature of
the WA is very important so that any user can adapt any web page
without the need of the owner. Web pages do not always provide all the
information needed by the user. At other times, the desired information
is not visible and the user must interact with the page to find the desired
information. The most common actions are clicking, scrolling, opening
a new tab, typing, etc.

The performance of these actions causes users to suffer frustra-
tion [5]. In addition, it should be noted that each of the actions
that a user can perform when searching for information on the web
https://doi.org/10.1016/j.simpa.2023.100516
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Fig. 1. Software architecture of BEAUD.

has disadvantages. For example, a high number of clicks is indicative
of problems [6]. Spending an hour in front of the computer typing
causes muscle fatigue in 66% of people [7]. One solution could be to
copy and paste, but this action causes efficiency problems and errors
when navigating through different tabs (tab-switching) [8]. Users spend
57.4% of their time tab-switching and find it difficult to locate the
desired information [9]. The more tabs opened, the more difficult it
is to find the desired information and in general, users have more than
8 tabs opened (66.9%) [10]. Moreover, when users are continually
tab-switching to find the desired information, they easily lose concen-
tration [11]. URL typing is another common action in which users make
mistakes [12]. Finally, users have to scroll 76% of the sites to find
the information they are looking for. In addition, 22% of the time,
they scroll to the bottom of the site [13]. The fact of not finding the
desired information makes users scroll continuously, increasing their
frustration [6].

Therefore, a tool should reduce the number of user deeds. For this
reason we have developed BEAUD (Browser Extension to Automate
User Deeds), to reduce the number of user actions on the web saving
time and effort.

2. Software description

2.1. Software architecture

The software architecture of BEAUD is shown in Fig. 1. This figure
shows that all the architecture consist of four different components:
BEAUD, widget, locators and deeds. BEAUD is developed in JavaScript.
All the information needed for the correct execution is stored in the
local-storage of the browser in JSON format.

BEAUD is the main component of the architecture. It stores the main
information, the address of the web page on which the automation
process should start running.

Widgets are those web elements from third party sites that will be
inserted into the web page that is being adapted. It contains the URL of
the website from which BEAUD will extract the desired web content.
Widgets need two components of information: locators and deeds.

A Web locator is a mechanism for uniquely identifying an element
on the Document Object Model (DOM) [14]. This component must
collect the locators of both the page from which the widget is extracted
and where it will be inserted in the adapted web page.

The deeds component collects chronologically the different actions
that the user can do in his search for information: clicks, double
clicks, copy, paste and write. In addition, of these actions, it must
save the XPath of the element in which the action will be performed.
Furthermore, if the action consists of writing, it must save the written
text.

2.2. Software functionalities

BEAUD is a browser extension that works in Google Chrome and
Microsoft Edge, the two most used web browsers at the moment1. These
extensions, once installed in the browser, appear via the application
icon on the top right. Some extensions are enacted every time a web
page is visited. However, other applications are activated once the
user clicks on the icon of the application the user wants to run. This
is the case of BEAUD. Once the user clicks on the application icon,
three different options are displayed: ’’New’’, ’’Save’’ and ’’Delete’’.
These three actions change BEAUD to its three different states: creation,
automation and deletion. Each of these states will be detailed below.
Table 1 illustrates these states with an illustrative example. Table 2
shows the number of necessary deeds to perform the information search
with BEAUD and without it.

2.2.1. Creation
Once the user clicks on the ’’New’’ option in the menu, BEAUD

goes to the creation state. While the application is in this state, the
background of the node on which the mouse is currently hovering will
change color. In this way, the user, who wants to make the adaptation,
knows at all times to which node is affecting what he is doing at that
moment.

The first step is to enter the address of the web page from which
the user wants to extract the information. To do this, the user must
double-click and BEAUD will show the user under the node, which was
selected, an input in which he must enter the web address from which
the user wants to extract the information. Once entered, a new tab will
be opened with the address entered.

The second step is to select the desired node. Similarly to the
previous step, the background of the selected node will have a different
color. In this step, the user will be able to do all the necessary deeds
to select the desired node: scroll, click, copy&paste, etc. BEAUD is able
to record these actions in order to reproduce them in the automation
phase. What should not be done is to open a new tab because BEAUD
will not collect this information. Once the desired node is visible, the
user must hover over the node and when its background changes color,
double-click. By this action, the extension saves the location of the node
(locator) and closes the tab, returning to the page being adapted.

A special case in capturing user deeds is the automation of web
searches based on a data that changes, for example, the title of a
movie in IMDB. The user, before pressing the ’’Go ahead!’’ button after
entering the URL in the input, must copy the text from the adapting
website. Following the IMDB example, the title of the movie. The user
should proceed to search for information as he would do it manually,
and BEAUD will pick up his actions.

1 https://gs.statcounter.com/browser-market-share/desktop/worldwide
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Table 1
Illustrative example.

Action Description

Data based web
search

For the example, we are going to use the DBLP2 web page. This page collects and displays publications
obtained mainly in the field of computer science. It classifies them into journals, conferences or books.
However, it does not show data concerning the number of references obtained by these contributions. For this
reason, if a user wants to know the number of references an author has, the user must copy the name of the
researcher and paste it in the search bar of Google Scholar3, for example. Google Scholar provides information
about the total number of citations, the h- index and the i10 index. Using BEAUD, the goal is to insert this
information into the DBLP web page.
To carry out this process, the first step is to search for a researcher’s profile in DBLP. For this example, the user
has searched for his own profile. Once the user has visited Iñigo Aldalur’s profile, he clicks on ‘‘New’’ in the
BEAUD menu. By double-clicking on it, the user can enter the URL of Google Scholar. The next step is to select
and copy author’s name (see Fig. 2 top-left). Once clicked on ‘‘GO AHEAD!’’, the user must perform a normal
search for information. In this case, paste the name copied previously in the search bar and click on the search
button (see Fig. 2 top-right). The list of results shows the profile of Iñigo Aldalur and the user clicks on the
corresponding result (see Fig. 2 bottom-left). Once the user has accessed the correct profile, he selects the box
with all the cites of the author, and the user double-clicks. The tab closes, and the user will see the item
transferred to the DBLP web page instead of the URL entry item.

Search for
information without
data

Let us think that the user wants information about a journal each time he visits the DBLP page to see if the
impact of a particular journal has changed. For this example, the user will enter the impact factor of the
journal Software Impacts4. Once the user double-clicks again on the DBLP web page, he must enter the web
address of the journal (see Fig. 3 left). In this occasion, the user does not rely on data from the DBLP web page
itself. The system captures the necessary interactions. For this example, the user only has to select the desired
element and double click (see Fig. 3 right). The tab closes, and the user will see the element transferred to the
DBLP web page instead of the URL input element as in the previous case.
Once the adaptation process is finished, the user must click on ‘‘Save’’ in the BEAUD menu. In this way, the
creation process is finished, enacting the automation process.

Parallel automation
process

Once clicked on ‘‘Save’’ or each time the user visits the DBLP web page, the process is enacted. Once the
process is started, the system enters messages in the places where it will replace the extracted information.
These messages warn that if the content is not entered within a reasonable time by leaving the tab open, it is
because there has been a failure. In the example, the content of Software Impacts is transferred before that of
Google Scholar content, since the number of actions is lower. In the top of Fig. 4, it is possible to see the result
of Iñigo Aldalur’s profile in DBLP after the automation. Both external contents are surrounded by a frame to
indicate that it is external content introduced with BEAUD.
In case the user wants information about another person, he looks for the profile in DBLP and the system is
activated again. In the bottom of Fig. 4, it is possible to see the information related to Urtzi Markiegi
researcher. It can be seen that the values related to Google Scholar have been updated, showing the number of
references of the current author.

The user can repeat the first and second steps as many times as
ecessary to adapt the web page to his desire or information needs.

To finish this process, the user must click on the ’’Save’’ option in
he extension menu. By this action, the status changes to automation.
urthermore, the webpage is reloaded, and the automation process is
nacted.

.2.2. Automation
If the application is in this state, each time the user accesses the

dapted web page, the system is automatically enacted, i.e. the user
oes not have to perform any action. Once the adapted web page is
ecognized, the system opens a tab for each of the elements to be
nserted in the adaptation. The user will always see the web page that is
eing adapted, but the user will see that a certain number of tabs have
een opened. BEAUD, in parallel, repeats each of the deeds that the user
as carried out to obtain the desired node. Once the node is accessible,
he node is picked up, the tab is closed and the node is inserted in the
orresponding place. This process ends when each and every node has
een inserted, and all open tabs have been closed. If, for some reason,
ne of the nodes is not accessible because some of the actions could
ot be performed, or the system does not find the desired node, the tab
emains open. In this way, the user will be able to know which of the
odes has failed and in which step.

The execution of the special case differs from the others in the initial
tep. The system collects the text of the adapting website of which the
ser wants to do the search and will introduce this data into the search
ngine of the web page itself that will do the search. Afterward, the
ystem will reproduce the captured user actions. When the system is in
his state, the only option available in the application menu is ’’Delete’’.
his action, once performed by the user, takes the system to the next

Table 2
Number of actions completed by users with and without BEAUD.

Scroll Click Tab-switching New tab URL typing Copy Paste

Without BEAUD 0 1 4 2 2 1 1
With BEAUD 0 0 0 0 0 0 0

2.2.3. Deletion
Once the user selects this option from the extension menu, the

system changes its status and the circle is completed. Once the action is
done, the only option available in the extension menu will be ’’New’’.

During this process, the system removes all the information related
to the adaptation in the system. This action is only available if the
automation has been enacted, i.e. if the current page has an adaptation.
This action reloads the web page, removing all the nodes inserted in the
automation process.

3. Impact overview

Many WA related contributions have been published in recent
years. [15] survey provides the description of the characteristics of WA
tools and analyzes tools from 2007 to 2016. WA can provide help to end
users in very diverse environments. Other more current contributions
have tried to help people with disabilities [16], take- away food
businesses [17] and recommendation systems (movies, restaurants,
hotels...) [18]. Another new area has been mobile browsers. Mobile
extensions have not been possible until a few years ago and for this
reason, contributions in mobile WA are very recent. The fact of having
smaller screens and that certain interactions are more complex, makes
WA tools very useful to minimize interactions, decreasing errors and
also help to obtain information much faster [19,20]. This is not all,
tate, deletion.

3
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Fig. 2. Example that shows how to extract content from Google Scholar based on DBLP website data using BEAUD.

Fig. 3. Example that shows how to extract content from Software Impacts journal website using BEAUD.

WA has contributed to improve the interaction with semantic web
pages [21] or Web of Things based applications (web pages that help
end users with their Internet of Things devices) [22]. The impact of WA
is important in different topics, but it is also important for end users to
apply it to their most common web interactions [4,15,19,20].

On the other hand, the most widely used desktop browsers today
are Google Chrome and Microsoft Edge. BEAUD is compatible with
both browsers. This means that more than 77% of users can use this
extension in their usual desktop browsers.

4. Limitations and future work

The main limitation of this tool is a problem that has been explained
before, the update of a web page. These changes cause the mechanisms
used to find the desired nodes (locators) to break down. Consequently,
it is impossible to find the desired node and the automation stops. As
future work, we want to add mechanisms that make the life of a locator
longer [23–27]. In addition, we want to investigate and develop some
mechanisms that further extend the life of the locators.

5. Conclusions

We have introduced BEAUD, a browser extension that uses WA tech-
niques to automate any user’s information search tasks. To complete the

automation, users must enter the address of the page from which they
want to extract the information. Once entered, users simply perform
the usual steps to get the information they want and select the element
that provides the information. Once the action is completed, BEAUD is
able to perform all the defined actions automatically and in parallel.
In this way, the number of interactions required is reduced to zero and
user frustration is reduced as well.
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Fig. 4. Final results of the adaptation with BEAUD.
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